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**Question 1)** Refactor the following ShapeFactory to use the **Factory Method Pattern**. **(10 Marks)**

|  |  |
| --- | --- |
| class Shape {  public:  virtual void draw() = 0;  };  class Circle : public Shape {  public:  void draw() override {  cout << "Drawing Circle" << endl;  }  };  class Rectangle : public Shape {  public:  void draw() override {  cout << "Drawing Rectangle" << endl;  }  };  class ShapeFactory {  public:  static Shape\* getShape(const string& type) {  if (type == "Circle") {  return new Circle();  }  else if (type == "Rectangle") {  return new Rectangle();  }  }  }; | **Solution:**  class ShapeFactory {  public:  virtual Shape\* createShape() = 0;  };  class CircleFactory : public ShapeFactory {  public:  Shape\* createShape() override {  return new Circle();  }  };  class RectangleFactory : public ShapeFactory {  public:  Shape\* createShape() override {  return new Rectangle();  }  }; |

**Question 2)** Identify and mention the design pattern that ensures there is only one instance of Database in the application and refactor the code.  **(10 Marks)**

|  |  |
| --- | --- |
| class Database {  public:  void query(const string& sql) {  cout << "Executing query: " << sql << endl;  }  }; | **Solution: Singleton Pattern**  class Database {  private:  static Database\* instance; // Static pointer to the single instance  Database() {  cout << "Database instance created" << endl;  }  public:  static Database\* getInstance() {  if (instance == nullptr) {  instance = new Database();  }  return instance;  }  void query(const string& sql) {  cout << "Executing query: " << sql << endl;  }  };  // Initialize the static member  Database\* Database::instance = nullptr; |